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**Пермь 2024**

**Аннотация**

В данном документе приведен текст сервиса для диагностики артроза. Текст программы приведён на исходном языке. Исходным языком является python. Среда разработки – VS Code.

# 1 Текст программы на исходном языке

## 1.1 notebook274e8f9084 (8).ipynb

## PATH = '/kaggle/input/kneeoa/'

## from tensorflow.keras.models import Sequential

## from tensorflow.keras.layers import Conv2D, MaxPooling2D, Add, GlobalAveragePooling2D, Reshape, DepthwiseConv2D, BatchNormalization, LeakyReLU

## from tensorflow.keras.layers import Activation, Dropout, Flatten, Dense, Layer

## from tensorflow.keras.preprocessing.image import ImageDataGenerator, array\_to\_img, img\_to\_array, load\_img

## from keras.utils import plot\_model, model\_to\_dot

## from tensorflow.keras.optimizers import Adam

## import numpy as np

## from sklearn.metrics import classification\_report, confusion\_matrix

## import cv2, os, collections

## import matplotlib.pyplot as plt

## LEAKY\_MULTIPLYER = 0.05

## xdata = collections.defaultdict(list)

## for classes in [0,1,2]:

## ls = os.listdir(PATH+"train/"+str(classes))

## print(f"Processing images class: {classes}")

## for i, samples in enumerate(ls[:1000]):

## img = cv2.resize(cv2.imread(PATH+"train/"+str(classes)+'/'+samples),(112,112), interpolation = cv2.INTER\_AREA)

## # convert from RGB color-space to YCrCb

## ycrcb\_img = cv2.cvtColor(img, cv2.COLOR\_BGR2YCrCb)

## # equalize the histogram of the Y channel

## ycrcb\_img[:, :, 0] = cv2.equalizeHist(ycrcb\_img[:, :, 0])

## # convert back to RGB color-space from YCrCb

## equalized\_img = cv2.cvtColor(ycrcb\_img, cv2.COLOR\_YCrCb2BGR)

## 

## xdata[classes].append(equalized\_img/255)

## def show\_image\_samples(gen ):

## plt.figure(figsize=(20, 20))

## for i in range(len(gen)):

## plt.subplot(5, 5, i + 1)

## image=gen[i]

## plt.imshow(image)

## plt.title('', color='blue', fontsize=14)

## plt.axis('off')

## plt.show()

## """concatenating all classes and their respective labels"""

## from sklearn.model\_selection import train\_test\_split

## Y = [0 for i in range(len(xdata[0]))] + [1 for i in range(len(xdata[1]))] + [2 for i in range(len(xdata[2]))] #concatenating both y data

## X = xdata[0] + xdata[1] + xdata[2] #concatenating both x data

## len(X), len(Y)

## #sane length means correct processing

## X = np.array(X)

## Y = np.array(Y)

## X.shape, Y.shape

## xtrain, xtest, ytrain, ytest = train\_test\_split(X, Y, test\_size=0.3, random\_state=0, stratify=[0]\*1000+[1]\*1000+[2]\*1000)

## print(ytrain.ravel()[:20])

## print({i:ytest.tolist().count(i) for i in ytest.tolist()})

## print({i:ytrain.tolist().count(i) for i in ytrain.tolist()})

## print(xtrain[0].shape,xtrain[0].ravel()[:20].tolist())

## show\_image\_samples(xtrain[:20])

## del(X)

## del(Y)

## del(xdata)

## class BigResidual(Layer):

## def \_\_init\_\_(self, channels\_in,kernel,\*\*kwargs):

## super(BigResidual, self).\_\_init\_\_(\*\*kwargs)

## self.channels\_in = channels\_in

## self.kernel = kernel

## self.depconv = DepthwiseConv2D(self.channels\_in,self.kernel,padding="same")

## self.gap = GlobalAveragePooling2D()

## self.reshape = Reshape((1,1, self.channels\_in))

## self.layer1=Conv2D( self.channels\_in,self.kernel,padding="same")

## self.leak1=LeakyReLU(alpha=LEAKY\_MULTIPLYER)

## self.layer2=Conv2D( self.channels\_in,self.kernel,padding="same")

## self.leak2=LeakyReLU(alpha=LEAKY\_MULTIPLYER)

## self.layer3=Conv2D( self.channels\_in,self.kernel,padding="same")

## self.leak3=LeakyReLU(alpha=LEAKY\_MULTIPLYER)

## self.layer4=Conv2D( self.channels\_in,self.kernel,padding="same")

## self.leak4=LeakyReLU(alpha=LEAKY\_MULTIPLYER)

## self.layer5=Add()

## self.layer6=LeakyReLU(alpha=LEAKY\_MULTIPLYER)

## self.drop=Dropout(0.4)

## self.bn=BatchNormalization()

## def call(self, x):

## # the residual block using Keras functional API'

## first\_layer = self.layer1(x)

## first\_conv = self.leak2(self.layer2(first\_layer))

## second\_conv = self.leak3(self.layer3(first\_conv))

## x = self.leak1(self.layer4(second\_conv))

## residual = self.bn(self.layer5([x, first\_layer, first\_conv, second\_conv]))

## x = self.drop(self.layer6(residual))

## return x

## def compute\_output\_shape(self, input\_shape):

## return input\_shape

## model = Sequential()

## model.add(Conv2D(512, (1, 1), input\_shape=(112, 112, 3)))

## model.add(MaxPooling2D(2,2))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(Conv2D(256, (1, 1)))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(BigResidual(256, (3,3)))

## model.add(MaxPooling2D(3,3))

## model.add(Conv2D(64, (1, 1)))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(BigResidual(64, (3,3)))

## model.add(Conv2D(32, (1, 1)))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(BigResidual(32, (3,3)))

## model.add(Flatten()) # this converts our 3D feature maps to 1D feature vectors

## model.add(Dense(64))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(Dropout(0.1))

## model.add(Dense(40))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(Dropout(0.1))

## model.add(Dense(30))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(Dropout(0.1))

## model.add(Dense(20))

## model.add(LeakyReLU(alpha=LEAKY\_MULTIPLYER))

## model.add(Dropout(0.5))

## model.add(Dense(3, activation='softmax'))

## model.compile(loss='sparse\_categorical\_crossentropy',

## optimizer=Adam(1e-05),

## metrics=['accuracy'])

## saving\_weights=input('load weights?')

## if saving\_weights == 'yes.':

## wsp=input('which?')

## model.load\_weights(wsp)

## model.build((None, 112, 112, 3))

## print(model.summary())

## plot\_model(model, show\_shapes=True, show\_layer\_names=True, expand\_nested=True, show\_layer\_activations=True, show\_trainable=True)

## batch\_size = 64

## # this is the augmentation configuration we will use for training

## h = model.fit(xtrain, ytrain, epochs=200,batch\_size=32 #64

## ,validation\_data = (xtest,ytest), shuffle=True)

## history = h

## plt.plot(history.history['accuracy'])

## # plotRegr(history, 'accuracy', plt)

## plt.plot(history.history['val\_accuracy'])

## # plotRegr(history, 'val\_accuracy', plt)

## plt.title('model accuracy')

## plt.ylabel('accuracy')

## plt.xlabel('epoch')

## plt.legend(['train', 'val', 'rt', 'rv'], loc='upper left')

## plt.show()

## plt.plot(history.history['loss'])

## # plotRegr(history, 'loss', plt)

## plt.plot(history.history['val\_loss'])

## # plotRegr(history, 'val\_loss', plt)

## plt.title('model loss')

## plt.ylabel('loss')

## plt.xlabel('epoch')

## plt.legend(['train', 'val', 'r', 'r'], loc='upper left')

## plt.show()

## # this is a generator that will read pictures found in

## # subfolers of 'data/train', and indefinitely generate

## # batches of augmented image data

## model.save\_weights(f'{input("enter weights name")}.h5') # always save your weights after training or during training

## Y\_pred = model.predict(xtest)

## y\_pred = np.argmax(Y\_pred, axis=1)

## print('Confusion Matrix')

## print(confusion\_matrix(ytest, y\_pred))

## print('Classification Report')

## target\_names = ['h', 'd', 'dd']

## print(classification\_report(ytest, y\_pred, target\_names=target\_names))

## 1.2 Код, отвечающий за противника первого типа

using System;

using System.Drawing;

using COURSEPROJ.models;

namespace COURSEPROJ.entities

{

public class enemy1:steper

{

public static short globid = 99;

public float posx;

public float posy;

public short id, speed;

public double stepsub;

private bool shooted;

public float subspeed;

public Image[] curimg;

private Random rnd = new Random();

public float x

{

get { return posx; }

set { posx = value; }

}

public float y

{

get { return posy; }

set { posy = value; }

}

public short ID

{

get { return id; }

}

public enemy1(short x, short y, ref int[,] MAP)

{

curimg = Hero.sprEnemy2\_walk;

shooted = false;

subspeed = 0;

speed = 25;

sub = 0;

stepsub = 0;

posx = x;

posy = y;

id = ++globid;

MAP[y / 64, x / 64] = id;

}

public void step(ref int[,] MAP, ref Hero hero)

{

Form1.stepersimgs[ID % 2048] = this.img;

stepsub += subspeed;

sub = (short) stepsub;

short distToPlayer = (short)Math.Sqrt(Math.Pow(hero.posX - this.posx, 2) + Math.Pow(hero.posY - this.posy, 2));

double angleToPlayer = Hero.findAngle(this.posx, this.posy, hero.posX, hero.posY);

for (int i = 0; i < distToPlayer; i += 5)

{

int scanned = MAP[(short) (this.posy + i \* Math.Sin(angleToPlayer)) / 64, (short) (this.posx + i \* Math.Cos(angleToPlayer)) / 64];

if (

scanned!=0 & scanned<99

)

{

return;

}

}

if (this.sub % curimg.Length == 1 & this.curimg == Hero.sprEnemy2\_shoot&this.shooted==false)

{

Form1.stepers.Add(

new Bullet( (short)(this.posx+100\*Math.Cos(angleToPlayer)+10\*Math.Cos(angleToPlayer+90)), (short)(this.posy+100\*Math.Sin(angleToPlayer)+10\*Math.Sin(angleToPlayer+90)),

25,

(float)angleToPlayer-(float)Math.PI/180\*2,

false, ref MAP)

);

shooted = true;

}

if (sub % curimg.Length != 1 | curimg != Hero.sprEnemy2\_shoot)

{

shooted = false;

}

foreach (steper steper\_ in Form1.stepers.ToArray())

{

if (steper\_ is Bullet blt)

{

if (Math.Abs(blt.posx-this.posx)<64&

Math.Abs(blt.posy-this.posy)<64)

{

if (blt.friendly)

{

if (MAP[(int) y / 64, (int) x / 64] == id)

{

MAP[(int) y / 64, (int) x / 64] = 0;

}

Program.disposeObject(this);

}

else

{

blt.curimg=Hero.sprBulletExploded;

}

}

}

}

switch (distToPlayer)

{

case >600 and <2500:

subspeed = .2f;

speed = 15;

this.curimg = Hero.sprEnemy2\_walk;

float dx = (float) (speed \* Math.Cos(angleToPlayer));

float dy = (float) (speed \* Math.Sin(angleToPlayer));

MAP[(int) y / 64, (int) x / 64] = 0;

if (MAP[

((int) y + Math.Sign(dy) \* 16) / 64,

((int) x + Math.Sign(dx) \* 16) / 64

] == 0|

MAP[

((int) y + Math.Sign(dy) \* 16) / 64,

((int) x + Math.Sign(dx) \* 16) / 64

]>=100

)

{

this.posy += dy;

this.posx += dx;

}

MAP[(int) y / 64, (int) x / 64] = id;

break;

case <=600:

speed = 0;

subspeed = .1f;

this.curimg = Hero.sprEnemy2\_shoot;

break;

case >=2500:

speed = 0;

subspeed = 0;

this.curimg = Hero.sprEnemy2\_shoot;

stepsub = 0;

break;

}

}

public Image img

{

get

{

return curimg[sub % curimg.Length];

}

}

~enemy1()

{

Console.WriteLine(this.ID+" successfully destroyed");

}

public short sub { get; set; }

}

}

## 1.3 Код, отвечающий за противника второго типа

using System;

using System.Drawing;

using COURSEPROJ.models;

namespace COURSEPROJ.entities

{

public class enemy2:steper

{

public static short globid = 199;

public float posx;

public float posy;

public short id, speed;

private bool shooted;

public double stepsub;

public float subspeed;

public Image[] curimg;

private Random rnd = new Random();

public float x

{

get { return posx; }

set { posx = value; }

}

public float y

{

get { return posy; }

set { posy = value; }

}

public short ID

{

get { return id; }

}

public enemy2(short x, short y, ref int[,] MAP)

{

curimg = Hero.sprEnemy1\_walk;

shooted = false;

Form1.stepersimgs[ID % 2048] = this.img;

subspeed = 0;

speed = 15;

sub = 0;

stepsub = 0;

posx = x;

posy = y;

id = ++globid;

MAP[y / 64, x / 64] = id;

}

public void step(ref int[,] MAP, ref Hero hero)

{

Form1.stepersimgs[ID % 2048] = this.img;

stepsub += subspeed;

sub = (short) stepsub;

short distToPlayer = (short)Math.Sqrt(Math.Pow(hero.posX - this.posx, 2) + Math.Pow(hero.posY - this.posy, 2));

double angleToPlayer = Hero.findAngle(this.posx, this.posy, hero.posX, hero.posY);

for (int i = 0; i < distToPlayer; i += 5)

{

int scanned = MAP[(short) (this.posy + i \* Math.Sin(angleToPlayer)) / 64, (short) (this.posx + i \* Math.Cos(angleToPlayer)) / 64];

if (

scanned!=0 & scanned<99

)

{

return;

}

}

if (this.sub % curimg.Length == 1 & this.curimg == Hero.sprEnemy1\_shoot&this.shooted==false)

{

Form1.stepers.Add(

new Bullet( (short)(this.posx+100\*Math.Cos(angleToPlayer)+10\*Math.Cos(angleToPlayer+90)),

(short)(this.posy+100\*Math.Sin(angleToPlayer)+10\*Math.Sin(angleToPlayer+90)),

20,

(float)angleToPlayer-(float)Math.PI/180/3,

false,ref MAP)

);

shooted = true;

}

if (sub % curimg.Length != 1 | curimg != Hero.sprEnemy1\_shoot)

{

shooted = false;

}

foreach (steper steper\_ in Form1.stepers.ToArray())

{

if (steper\_ is Bullet blt)

{

if (Math.Abs(blt.posx-this.posx)<32&

Math.Abs(blt.posy-this.posy)<32)

{

if (blt.friendly)

{

if (MAP[(int) y / 64, (int) x / 64] == id)

{

MAP[(int) y / 64, (int) x / 64] = 0;

}

Program.disposeObject(this);

}

else

{

blt.curimg=Hero.sprBulletExploded;

}

}

}

}

switch (distToPlayer)

{

case <2500:

subspeed = .2f;

speed = 20;

this.curimg = Hero.sprEnemy1\_walk;

float dx = (float) (speed \* Math.Cos(angleToPlayer+Math.PI));

float dy = (float) (speed \* Math.Sin(angleToPlayer+Math.PI));

MAP[(int) y / 64, (int) x / 64] = 0;

if (MAP[

((int) y + Math.Sign(dy) \* 64) / 64,

((int) x + Math.Sign(dx) \* 64) / 64

] == 0)

{

this.posy += dy;

this.posx += dx;

}

else

{

speed = 0;

subspeed = .05f;

this.curimg = Hero.sprEnemy1\_shoot;

}

MAP[(int) y / 64, (int) x / 64] = id;

break;

case >=2500:

speed = 0;

subspeed = .1f;

this.curimg = Hero.sprEnemy1\_shoot;

break;

}

}

public Image img

{

get

{

return curimg[sub % curimg.Length];

}

}

~enemy2()

{

Console.WriteLine(this.ID+" successfully destroyed");

}

public short sub { get; set; }

}

}

## 1.4 Код, отвечающий за персонажа

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Drawing.Configuration;

using System.Drawing.Drawing2D;

using System.Drawing.Imaging;

using System.IO;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Timers;

using System.Windows.Forms;

using COURSEPROJ.models;

using static COURSEPROJ.Form1;

namespace COURSEPROJ.entities

{

public class Hero

{

public double posX;

public double posY;

public float \_angle = 90;

public double speed = 20;

public short hspeed=0;

public short vspeed=0;

public double dirAngle;

public Image curImg;

public Image texStoneWall = new Bitmap(Path.Combine(

new DirectoryInfo(Directory.GetCurrentDirectory()).FullName, "sprites\\16px\_5.png"));

public Image texStoneWallDamaged = new Bitmap(Path.Combine(

new DirectoryInfo(Directory.GetCurrentDirectory()).FullName, "sprites\\16px\_4.png"));

public Image texFinalWall = new Bitmap(Path.Combine(

new DirectoryInfo(Directory.GetCurrentDirectory()).FullName, "sprites\\16px\_7.png"));

public Image texFinalSideWall = new Bitmap(Path.Combine(

new DirectoryInfo(Directory.GetCurrentDirectory()).FullName, "sprites\\16px\_6.png"));

public Image[] texFinalThingGif =

{

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\16px\_10\_1.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\16px\_10\_2.png"))

};

public static Image sprBulletExploded = new Bitmap(Path.Combine(

new DirectoryInfo(Directory.GetCurrentDirectory()).FullName, "sprites\\16px\_8.png"));

public static Image[] sprEnemy1\_walk =

{

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy1\_walk1.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy1\_walk2.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy1\_walk3.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy1\_walk4.png"))

};

public static Image[] sprEnemy2\_walk =

{

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy2\_walk1.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy2\_walk2.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy2\_walk3.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy2\_walk4.png"))

};

public static Image[] sprEnemy1\_shoot =

{

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy1\_shoot1.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy1\_shoot2.png")),

};

public static Image[] sprEnemy2\_shoot =

{

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy2\_shoot1.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy2\_shoot2.png")),

new Bitmap(Path.Combine(new DirectoryInfo(Directory.GetCurrentDirectory()).FullName,

"sprites\\spr\_enemy2\_shoot3.png")),

};

public static Image sprBullet = new Bitmap(Path.Combine(

new DirectoryInfo(Directory.GetCurrentDirectory()).FullName, "sprites\\16px\_9.png"));

public static double findAngle(double x1, double y1, double x2, double y2)

{

return Math.Atan2(

(y2-y1),(x2-x1)

);

}

public float Angle

{

get{return \_angle;}

set

{

\_angle = value%360;

while (\_angle<0){\_angle+=360;}

\_angle = \_angle%360;

}

}

public Hero()

{

}

public void handleKeysDown(KeyPressEventArgs e)

{

Console.WriteLine(e.KeyChar);

switch (e.KeyChar)

{

case 'w':

this.vspeed=1;

break;

case 'a':

this.hspeed=-1;

break;

case 's':

this.vspeed=-1;

break;

case 'd':

this.hspeed=1;

break;

}

}

public void handleKeysUp(KeyEventArgs e)

{

switch (e.KeyCode)

{

case Keys.W:

this.vspeed=0;

break;

case Keys.A:

this.hspeed=0;

break;

case Keys.S:

this.vspeed=0;

break;

case Keys.D:

this.hspeed=0;

break;

case Keys.Escape:

Environment.Exit(0);

break;

}

}

public void step(EventArgs e)

{

if (this.hspeed == this.vspeed & this.vspeed == 0) return;

double vangle = ((1 - vspeed)/2) \* Math.PI ;

double hangle = Math.PI / 2 \* this.hspeed ;

double newAngDelta = (vangle == 0 ? hangle : vangle);

if (vangle != 0 & hangle != 0)

{

newAngDelta = Math.Atan2(

Math.Sin(vangle) + Math.Sin(hangle),

Math.Cos(hangle) + Math.Cos(vangle)

);

}

double newAng = (Angle - 10)\*Math.PI/180 + newAngDelta;

double deltaX = this.speed \* Math.Cos(newAng);;

double deltaY = this.speed \* Math.Sin(newAng);;

if (Form1.MAP[(short)(this.posY+Math.Sign(deltaY)\*64)/64, (short)(this.posX+Math.Sign(deltaX)\*64)/64] == 0 |

Form1.MAP[(short)(this.posY+Math.Sign(deltaY)\*64)/64, (short)(this.posX+Math.Sign(deltaX)\*64)/64] >= 100)

{

this.posX += deltaX;

this.posY += deltaY;

}

}

public void drawSelf(Bitmap b)

{

}

public void watch(Bitmap b, Bitmap b2, ref int[,] MAP)

{

float[] lens = new float[720];

short[] flats = new short[720];

bool[] drawed = new bool[1000];

bool[] met = new bool[stepers.Count];

float[] steperCoords = new float[stepers.Count\*2];

float[] ids = new float[stepers.Count\*2];

short stepi = 0;

foreach (steper steper\_ in stepers)

{

steperCoords[stepi \* 2] = steper\_.x;

steperCoords[stepi \* 2 + 1] = steper\_.y;

ids[stepi] = steper\_.ID;

stepi++;

}

float[] getCollision(ref int[,] MAP\_, float angleInGrad, double startx, double starty)

{

angleInGrad\*=(float)Math.PI/180;

float x\_;

float y\_;

double cos = Math.Cos(angleInGrad);

double sin = Math.Sin(angleInGrad);

for (float c = 0f; c<640\*20; c+=1f) {

x\_ = Convert.ToSingle(startx + c\*cos);

y\_ = Convert.ToSingle(starty + c\*sin);

short spltdx = (short)(x\_ / 64);

short spltdy = (short)(y\_ / 64);

if (MAP\_[spltdy, spltdx] == 0)

{

continue;

}

if (MAP\_[spltdy,spltdx]==2|

MAP\_[spltdy,spltdx]==3|

MAP\_[spltdy,spltdx]==4|

MAP\_[spltdy,spltdx]==5|

MAP\_[spltdy,spltdx]==6) {

return new []

{

x\_,

y\_,

Convert.ToSingle(MAP\_[spltdy,spltdx])

};

}

for (short i1=0; i1<stepers.Count;i1++)

{

short i2 = (short)(i1 \* 2);

if (Math.Abs(steperCoords[i2]-x\_)<6 & Math.Abs(steperCoords[i2+1]-y\_)<6 & met[i1]==false)

{

met[i1] = true;

return new[]

{

steperCoords[i1\*2],

steperCoords[i1\*2+1],

ids[i1]

};

}

}

}

return new [] {

Convert.ToSingle(this.posX),

Convert.ToSingle(this.posY),

-1f};

}

Graphics g = Graphics.FromImage(b);

g.InterpolationMode=InterpolationMode.NearestNeighbor;

g.SmoothingMode=SmoothingMode.HighQuality;

Graphics g2 = Graphics.FromImage(b2);

g2.InterpolationMode=InterpolationMode.NearestNeighbor;

g2.SmoothingMode=SmoothingMode.HighQuality;

float[] coords;

Image tex = texStoneWall

for (short i=0; i<720;i++)

{

float angleForCoords = Angle-45+((float)i)/8

coords = getCollision(ref MAP, angleForCoords-10, this.posX, this.posY);

byte tex\_size = 16;

float columnHeight;

void drawVertical()

{

switch (coords[2])

{

case 2:

tex = texStoneWall;

break;

case 3:

tex = texStoneWallDamaged;

break;

case 4:

tex = texFinalSideWall;

break;

case 5:

tex = texFinalWall;

break;

case 6:

tex = texFinalThingGif[

(int)Math.Round(

(Math.Sin(Form1.elapsedtimers/3)+1)/2

)

];

break;

case >99 and <200:

break;

case >499 and <600:

break;

default:

tex = texFinalWall;

break;

}

//стена

if (coords[2] < 99f)

{

float len = Convert.ToSingle(Math.Sqrt(Math.Pow(coords[0] - posX, 2.0) +

Math.Pow(coords[1] - posY, 2.0)));

columnHeight =

Math.Max(Convert.ToSingle(7500 \* 2 / (len \* Math.Cos((45 - i / 8) \* Math.PI / 180))), 0);

short tex\_x = (short) (Math.Max(

coords[0] / 64 - (short) ((coords[0] + 1) / 64),

coords[1] / 64 - (short) ((coords[1] + 1) / 64)

) \* tex\_size);

while (tex\_x < 0)

{

tex\_x += tex\_size;

}

if (len < lens[i] | lens[i] == 0)

{

lens[i] = len;

}

g.DrawImage(tex, new Rectangle(i, 180 - (short) columnHeight, 1, (short) columnHeight \* 2),

tex\_x,

0, 1, tex\_size, GraphicsUnit.Pixel);

//тень

if (lens[i] > 5)

{

g.DrawLine(Form1.pens[Math.Min((short) (len / 7), (short) 150)],

i, 180 - (short) columnHeight, i, 180 + (short) columnHeight);

}

}

//монстр

if (coords[2] > 99f & drawed[(short) (coords[2]) % drawed.Length] == false)

{

float len\_ = Convert.ToSingle(Math.Sqrt(Math.Pow(coords[0] - posX, 2.0) +

Math.Pow(coords[1] - posY, 2.0)));

if (len\_ < lens[i] | lens[i] == 0)

{

lens[i] = len\_;

flats[i] = (short) coords[2];

}

drawed[(short) coords[2] % drawed.Length] = true;

}

}

drawVertical();

while (coords[2] > 99f)

{

coords = getCollision(ref MAP, angleForCoords-10, coords[0], coords[1]);

drawVertical();

}

}

//draw flat objects

while (!Enumerable.SequenceEqual(flats, new short[720] ))

{

float minlen = 0;

short minflat = 0;

short mini = 0;

for (short i = 0; i < 720; i++)

{

if (flats[i]==0){continue;}

if (lens[i] > minlen)

{

minlen = lens[i];

minflat = flats[i];

mini = i;

}

}

flats[mini] = 0;

byte spr\_size = (byte)Form1.stepersimgs[minflat].Width;

float columnHeight = Math.Max(Convert.ToSingle(7500 \* 2 / (minlen \* Math.Cos((45 - mini / 8) \* Math.PI / 180))), 0)/32\*spr\_size;

short start = (short) Math.Max(0, (int) (mini - columnHeight));

short end = (short) Math.Min(720, mini + columnHeight);

ImageAttributes attr = new ImageAttributes();

if (minflat > 99 & minflat < 200)

{

ColorMatrix colormatrix = new ColorMatrix(new float[][]

{

new float[] {0, 0, 0, 0, 0}, // red scaling factor of 2

new float[] {0, 0, 0, 0, 0}, // green scaling factor of 1

new float[] {0, 0, 0, 0, 0}, // blue scaling factor of 1

new float[] {0, 0, 0, (float)(Math.Min((short) (minlen / 7), (short) 150)) / 255, 0},

new float[] {0, 0, 0, 0, 1}

}

);

attr.SetColorMatrix(colormatrix);

}

short[] toDraw = new short[end - start];

float[] srcs = new float[end - start];

for (short j = start; j < end-1; j++)

{

if (minlen < lens[mini])

{

lens[mini] = minlen;

}

if (minlen <= lens[j]|minlen <= lens[j+1])

{

float srcx = ((j - mini + columnHeight) / (columnHeight \* 2)) \* spr\_size;

toDraw[j - start] = j;

srcs[j - start] = srcx;

Rectangle rect = new Rectangle(j, 180 - (short) columnHeight, 1, (short) (columnHeight) \* 2);

g2.DrawImage(Form1.stepersimgs[minflat%2048],

rect,

srcx,

0, 1, spr\_size, GraphicsUnit.Pixel);

if (minlen > 70)

{

g2.DrawImage(Form1.stepersimgs[minflat%2048],

rect,

j,

0, 1, spr\_size, GraphicsUnit.Pixel, attr);

}

}

}

}

}

}

}

## 1.5 Вспомогательный код для пули и противников

using System.Drawing;

using COURSEPROJ.entities;

namespace COURSEPROJ.models

{

public interface steper

{

float x { get; set; }

float y { get; set; }

short ID { get; }

void step(ref int[,] MAP, ref Hero hero);

Image img { get; }

short sub { get; set; }

}

}

## 1.6 Код для запуска программы

using System;

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

using System.Windows.Forms;

using COURSEPROJ.models;

namespace COURSEPROJ

{

public static class Program

{

public static void disposeObject(steper obj)

{

for (short i=0; i<Form1.stepers.Count;i++)

{

if (Form1.stepers[i] == null)

{

continue;

}

if (Form1.stepers[i].ID == obj.ID)

{

Form1.stepers.RemoveAt(i);

}

}

GC.Collect();

}

public static Form1 window;

static void Main()

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

window = new Form1();

Application.Run(window);

}

}

}